**№ 2 Основы CLR и .NET. Типы. Массивы, кортежи и строки**

using System;

using System.Text; //для класса StringBuilder

//~~~~~ класс Convert

Console.Write("Enter your name : ");

string name = Console.ReadLine();

Console.Write("Age : ");

int age = Convert.ToByte(Console.ReadLine());

Console.WriteLine($"Name : {name}, age : {age}");

//явная упаковка/распаковка

int a = 10; //данные переменной размещаются в стеке

object o\_a = a; //упаковка (object - базовый класс для всех типов данных в c#, т.к. object - класс, то его данные размечаются в куче)

//таким образом в переменной o\_a получаем ссылку на данные в куче

int b = (int)o\_a; //распаковка

//неявная упаковка/распаковка

int c = 1;

c.GetType(); // возвращает тип данных переменной c

Console.Write(c + 8);

//свойства Nullable-типа

int? x = null;

Console.WriteLine($"x.HasValue : {x.HasValue}"); //x = null, значит выведет False

Console.WriteLine($"x ?? \"-1\" : {x ?? -1}"); // если x - null, выведет -1, иначе значение x

//Console.WriteLine($"x.Value : {x.Value}"); //приведет к ошибке, так как x = null

Console.WriteLine($"x : {x}"); //выведет пустоту

//математические операции с Nullable-типом

x = 2;

int? y = null;

Console.WriteLine($"\nx = 2, y = null \n" +

$"x + 3 = {x + 3} \n" + //5

$"x < 1 : {x < 1} \n" + //False

$"x + y = {x + y}"); //number "+,-,/,\*" null = null

//явное приведение Nullable-типа

float f\_a = (float)x; //если Nullable-тип имеет значение отличное от null, то мы можем преобразовать его к другому типу по правиласм преобразования

Console.WriteLine("\n" + f\_a);

string st1 = "Ito";

string st2 = "Mitsu";

//Для сравнения строк применяется статический метод Compare

//Если первая строка по алфавиту стоит выше второй, то возвращается число меньше нуля. В противном случае возвращается число больше нуля.

//И третий случай - если строки равны, то возвращается число 0.

Console.WriteLine(String.Compare(st1, st2));

string s1 = "Broken boy, ";

string s2 = "How does ";

string s3 = "it feel?";

string concat\_plus = s1 + s2 + s3;

string concat\_method = String.Concat(s1, s2, s3);

string concat\_join = String.Join("", s1, s2, s3);

StringBuilder str2d = new StringBuilder("Can you please sit the fuck down"); //выделяет больше памяти, чем нужно в данный момент, для возможности менять строку

int[,] nums = { { 0, 1, 2, 3 }, { 4, 5, 6, 7 }, { 8, 9, 10, 11 } };

int rows = nums.GetUpperBound(0) + 1;

int cols = nums.GetUpperBound(1) + 1;

for (int i = 0; i < rows; i++)

{

for (int j = 0; j < cols; j++)

{

Console.Write(nums[i, j] + "\t");

}

Console.WriteLine("\n");

}

float[][] arr = new float[3][];

arr[0] = new float[2];

arr[1] = new float[3];

arr[2] = new float[4];

(int, string, char, string, ulong) cor = (7, "Kyou kara Ore wa!!", 'A', "Rainforest Alliance", 45);

Console.WriteLine(cor);

Console.WriteLine($"\n1 cortege element : {cor.Item1}");

Console.WriteLine($"2 cortege element : {cor.Item2}");

Console.WriteLine($"3 cortege element : {cor.Item3}");

Console.WriteLine($"4 cortege element : {cor.Item4}");

Console.WriteLine($"5 cortege element : {cor.Item5}");

//деконструирование кортежа

//явное объявление первых двух переменных и ключевое слово var, чтобы C# сам определил тип третьей переменной

(string song, int num, var fl) = ("Smells Like Teen Spirit", 10, 9.4f);

//C# объявлет тип всех переменных

var (int\_num, cha) = (-10, 'E');

//вы можете разложить кортеж на уже объявленные переменные

int a4c;

int b4c = 9;

(a4c, b4c) = (10, 7);

(int, int, int, int, int) cor1 = (10, 20, 9, 0, 40);

(int, int, int, int, int) cor2 = (20, 10, 9, 75, -2);

//позволяет сравнивать кортежи с разным количеством элементов

Console.WriteLine("cor2.Equals(cor1) : " + cor2.Equals(cor1)); //False

//компилируются только, если количество элементов в первом кортеже равно количеству во втором

Console.WriteLine("cor1 == cor2 : " + (cor1 == cor2)); //False

Console.WriteLine("cor2.CompareTo(cor1) : " + cor2.CompareTo(cor1)); //1

Console.WriteLine("cor1.CompareTo(cor2) : " + cor1.CompareTo(cor2)); //-1

void ch(int a)

{

try

{

checked

{

a = a + 8;

}

Console.WriteLine(a);

}

catch (OverflowException)

{

Console.WriteLine("Переполнение");

}

}

void unch(int a)

{

unchecked

{

a = a + 8;

}

Console.WriteLine(a);

}

int max\_int = 2147483647;

ch(max\_int);

unch(max\_int);

**№ 3 Проектирование типов. Классы.**

//Закрытый конструктор (с модификатором private) не позволяет создавать определенного вида объекты

//То есть, например наш конструктор не принимает никаких параметров => мы не сможем создать экземпляр класса

//без передачи параметров

private Student() { }

//поле-константа (минимальный средний балл для получения стипендии)

public const float min\_scolarship\_score = 5.0f;

//---------------------------------------

//поле - только для чтения

public readonly Guid id; //Guid - спец. структура для создания уникальных id

//сравнение объектов

public override bool Equals(object obj)

{

//типы сравниваемых объектов должны быть одинаковыми

if (obj.GetType() != this.GetType())

return false;

//obj приводим к виду объекта типа Student

Student st = (Student)obj;

return (

this.surname == st.surname &&

this.bday\_date == st.bday\_date &&

this.faculty == st.faculty

);

}

//расчет возраста студента

public int age()

{

var today = DateTime.Today;

var age = today.Year - this.bday\_date.Year;

//отнимаем полученный возраст от сегодняшней даты

//если в этом году у студента ещё не было дня рождения, то результат будет меньше даты дня рождения студента

//так как age - это возраст, которого достигнет человек в этом году, то отнимаем 1 для получения текущего возраста

if (this.bday\_date.Date > today.AddYears(-age)) age--;

return age;

}

**№ 4 Перегрузка операций, методы расширения и вложенные типы**

Класс – множество **Set**. Дополнительно перегрузить следующие операции: > проверка на принадлежность (типа операции in множественного типа)\*  пересечение множеств; < проверка на подмножество; явный Date()приведение типа

Методы расширения:

1) Выделение первого числа, содержащегося в строке

2) Удаление положительных элементов из множества

using System;

using System.Collections.Generic; //List<type\_name>

//Проверка на подмножество

//Множество subset принадлежит множеству set (является его подмножеством)

//Если любой элемент множества subset также принадлежит множеству set

public static bool operator <(Set set, Set subset)

{

int subset\_length = subset.data.Count;

int num\_of\_subset\_elements\_in\_set = 0;

//если в множестве data содержится число num, значит num принадлежит data

foreach (int subset\_item in subset.data)

{

if (set.data.Contains(subset\_item)) {

num\_of\_subset\_elements\_in\_set++;

}

}

if (num\_of\_subset\_elements\_in\_set == subset\_length)

{

return true;

}

return false;

}

Console.WriteLine($"set3 является подмножеством set2 (set2 < set3) : {set2 < set3}");

public class Set

{

//вложенный класс Date(дата создания)

public class Date

{

public readonly DateTime dateOfCreation = DateTime.Now;

}

public Date dateObj = new Date();

}

using System;

using System.Collections.Generic;

using static Laba4.Program; //для Set !!!

namespace Laba4

{

static class Extension\_methods

{

//выделение первого числа в строке

public static int FindFirstNum(this string str)

{

string num = "";

foreach(char i in str)

{

//если символ строки равен от 0 до 9, значит записываем его в строку num

if (i >= 48 && i <= 57)

{

num += i;

}

//если в строке num уже есть число, а мы встретили символ, отличный от цифры - значит мы уже выделили первое число

else if (num != "")

{

break;

}

}

//если в строке чисел нет

if (num == "")

{

return -1;

}

else

{

return Convert.ToInt32(num);

}

}

//------------------------------------------------------------------

//Удаление положительных элементов из множества Set

public static List<int> RemovePosEls(this Set set)

{

List<int> posSet = new List<int> { };

foreach(int i in set.Data)

{

if (i < 0)

{

posSet.Add(i);

}

}

return posSet;

}

}

}

**№ 5 Наследование, полиморфизм, абстрактные классы и интерфейсы**

//абстрактный класс

abstract class Person

{

public Person(string name, string surname)

{

Name = name;

Surname = surname;

}

public string Name { get; set; }

public string Surname { get; set; }

//абстрактный метод

public abstract void Print();

}

//класс-наследник абстрактного класса Person

class Director : Person

{

public Director(string name, string surname) : base(name, surname) { }

//обязательное переопределение абстрактного метода родительского класса

public override void Print()

{

Console.WriteLine("Имя режиссёра : " + this.Name + ", фамилия : " + this.Surname);

}

public void SaySmth()

{

Console.WriteLine("Я режиссёр!");

}

}

//интерфейс для вывода описания произведения

interface IDescription

{

void PrintDescription();

}

//------------------------------------------------------

//абстрактный класс к заданию 4, который содержит метод с тем же названием, что и метод интерфейса IDescription

abstract class DescriptionClass

{

public abstract void PrintDescription();

}

partial class Advertising : DescriptionClass, IDescription

{

//конструктор

public Advertising(string title)

{

Title = title;

}

//методы

public string Title { get; set; }

public string CustomerCompany { get; set; }

public string AdvertisingAgency { get; set; }

public float DurationMinutes { get; set; }

public DateTime PremiereDate { get; set; }

public string Description { get; set; }

//явная реализация метода интерфейса IDescription

void IDescription.PrintDescription()

{

Console.WriteLine($"(интерфейс) Описание \"{Title}\" : {Description}");

}

public override void PrintDescription()

{

Console.WriteLine($"(абстрактный класс) Описание \"{Title}\" : {Description}");

}

}

//задание 4, вызов одноименного метода

Advertising adv1 = new Advertising("adv1");

adv1.PrintDescription(); //вызовется переопределение абстрактного метода

((IDescription)adv1).PrintDescription(); //вызовется реализация метода интерфейса

//Создаем объект типа Director, ссылку на объект передаем в переменную типа Person

//Тип Person является абстрактным классом, от которого Director наследуется

//Таким образом у нас ссылка типа Person, которая хранит данные типа Director

Person P\_NarDir = new Director("Наруто", "Узумаки");

//Получение данных

//P\_NarDir.SaySmth(); //класс Director содержит метод SaySmth, ссылка типа Person не имеет доступа к этому методу (ошибка на этапе компиляции)

//явное преобразование

Director D\_NarDir = P\_NarDir as Director;

//Получение данных

D\_NarDir.SaySmth(); //таким образом тип ссылки ограничивает область доступных данных и методов

if (D\_NarDir != null)

{

//Переменная, типа Director, записанная по ссылке Person, может быть записана по ссылке типа Director при явном преобразовании к этому типу

Console.WriteLine("\n+ Преобразование ссылки типа абстрактного класса в ссылку типа класса, " +

"объект которого хранила ссылка типа абстрактного класса, удалось!");

}

else

{

Console.WriteLine("\n- Преобразование ссылки типа абстрактного класса в ссылку типа класса, " +

"объект которого хранила ссылка типа абстрактного класса, НЕ удалось!");

}

bool P\_NarDir\_is\_Dir = P\_NarDir is Director;

if (P\_NarDir\_is\_Dir)

{

Console.WriteLine("\nPerson P\_NarDir = new Director(\"Наруто\", \"Узумаки\"); =>" +

" P\_NarDir типа Director, Person - абстрактный класс");

}

else

{

Console.WriteLine("\nPerson P\_NarDir = new Director(\"Наруто\", \"Узумаки\"); =>" +

" P\_NarDir НЕ типа Director, Person - абстрактный класс");

}

**№ 6 Структуры, перечисления, классы контейнеры и контроллеры**

namespace Laba6

{

public enum WaysToCreateACartoon {

пластилиновый,

рисованный,

кукольный,

компьютерный,

художественный,

}

struct Director

{

public string Name { get; set; }

public string Surname { get; set; }

public Director(string name, string surname)

{

Name = name;

Surname = surname;

}

}

}

**№ 7 Исключения**

using System;

namespace Laba7

{

class Exceptions

{

//проверка даты премьеры

public class PremiereDate\_Exception : Exception

{

public PremiereDate\_Exception(string message) : base(message) { }

}

//если в качестве названия передана строка нулевой длины или null будет выбрасываться исключение

public class Title\_Exception : ArgumentException

{

public Title\_Exception(string message) : base(message) { }

}

//проверка продолжительности

public class DurationMinutes\_Exception : ArgumentException

{

public DurationMinutes\_Exception(string message) : base(message) { }

}

}

}

class TVProgram

{

private string \_title;

public string Title {

get {

return \_title;

}

set {

if (value == null)

{

throw new Exceptions.Title\_Exception("Необходимо задать название!");

}

else if (value.Length == 0)

{

throw new Exceptions.Title\_Exception("Пустая строка не может быть названием.");

}

else

{

\_title = value;

}

}

}

**}**

**№ 8 Обобщения**

//значение по умолчанию

class Account<T>

{

    T id = default(T);

}

// в качестве ограничений можно исп. классы, интерфейсы,

// class => универсальный параметр должен представлять класс

// struct => универсальный параметр должен представлять структуру

// new() => универсальный параметр должен представлять тип, который имеет общедоступный (public) конструктор без параметров

// При этом использовать в качестве ограничения конкретные структуры в отличие от классов нельзя.

class Account<T> where T : struct

{ }

**№ 9 Делегаты, события и лямбда выражения**
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**Game.cs**

using System;

namespace Laba9

{

class Game

{

public delegate void Attack(int energyBeforeHit, int expendedEnergy, int Energy, bool edible);

public delegate void Heal(int energyBeforeHeal, int expendedEnergy, int Energy);

public Game(gamerPosition position)

{

//каждому игроку вначале игры дается энергия = 100 единиц

Energy = 100;

Position = position;

}

public gamerPosition Position { get; set; }

public event Attack AttackEvent; //событие: игрок атаковал

public event Heal HealEvent; //событие: игрок вылечил

//энергия игрока

private int energy;

public int Energy

{

get

{

return energy;

}

private set

{

energy = value;

}

}

//игрок нанес удар

public void Hit(bool edible)

{

//записываем значение энергии до удара

int energyBeforeHit = Energy;

//затраченная энергия (зависит от позиции игрока)

int expendedEnergy = 0;

//в зависимости от того, является ли игрок воином или целителем, на аттаку он затратит разное количество энергии

switch (this.Position)

{

case gamerPosition.Warrior:

if (edible) expendedEnergy = 5;

else expendedEnergy = 3;

break;

case gamerPosition.Healer:

if (edible) expendedEnergy = 7;

else expendedEnergy = 5;

break;

}

if (energyBeforeHit > expendedEnergy)

{

//отнимаем от значения энергии до удара количество затраченной на этот удар энергии

Energy -= expendedEnergy;

//если игрок аттаковал нечто съестное, то он это съедает и получает энергию

if (edible)

{

Energy += 10;

}

}

//извещаем подписчиков на событие AttackEvent, о том что игрок атаковал

AttackEvent?.Invoke(energyBeforeHit, expendedEnergy, Energy, edible);

}

//игрок кого-то вылечил

public void Help()

{

int energyBeforeHeal = Energy;

int expendedEnergy = 0;

switch (this.Position)

{

case gamerPosition.Warrior:

expendedEnergy = 20;

break;

case gamerPosition.Healer:

expendedEnergy = 5;

break;

}

if (energyBeforeHeal > expendedEnergy)

{

Energy -= expendedEnergy;

}

HealEvent?.Invoke(energyBeforeHeal, expendedEnergy, Energy);

}

public void getEnergy()

{

Energy += 10;

Console.WriteLine("\*\*Вы пополнили запас энергии на 10 единиц\*\*");

}

}

}

**gamerPosition\_enum.cs**

namespace Laba9

{

//игрок может быть воином или целителем

enum gamerPosition

{

Warrior,

Healer

}

}

**Program.cs**

using System;

namespace Laba9

{

class Program

{

delegate void getCurrentState();

static void Main(string[] args)

{

Game gamer = null;

byte pos; //позиция игрока

byte action; //действие игрока

while (true)

{

Console.WriteLine("--> Выберите игрока <--\n1 - воин \n2 - целитель \n3 - выход");

byte.TryParse(Console.ReadLine(), out pos);

if(pos == 3)

{

return;

}

else if(pos == 1 || pos == 2)

{

break;

}

else

{

Console.WriteLine("Игрок не зарегестрирован. \nВыберите один из предложенных вариантов.");

}

}

switch (pos)

{

case 1:

gamer = new Game(gamerPosition.Warrior);

break;

case 2:

gamer = new Game(gamerPosition.Healer);

break;

}

gamer.AttackEvent += StateAfterAttack;

gamer.HealEvent += StateAfterHeal;

//Лямбда

getCurrentState displayCurrentEnergy = () => Console.WriteLine($"\*\*Ваша энергия = {gamer.Energy}\*\*");

while (true)

{

Console.WriteLine("\n--> Что вы хотите сделать? <--");

Console.WriteLine("1 - аттаковать и кушать \n2 - просто аттаковать \n3 - вылечить другого игрока " +

"\n4 - выполнить задание и пополнить запас энергии \n5 - посмотреть текущий уровень энергии \n6 - выход");

bool suitableValue = byte.TryParse(Console.ReadLine(), out action);

if (!suitableValue)

{

Console.WriteLine("Выберите один из предложенных вариантов.");

continue;

}

switch (action)

{

case 1:

gamer.Hit(true);

break;

case 2:

gamer.Hit(false);

break;

case 3:

gamer.Help();

break;

case 4:

gamer.getEnergy();

break;

case 5:

displayCurrentEnergy();

break;

case 6:

return;

default:

Console.WriteLine("Выберите один из предложенных вариантов.");

break;

}

}

}

static public void StateAfterAttack(int energyBeforeHit, int expendedEnergy, int Energy, bool edible)

{

. . .

}

}

}

//Делегат Action является обобщенным, принимает параметры и возвращает значение void:

public delegate void Action<T>(T obj);

// Func<T> позволяет вызывать методы с типом возврата и разными типами параметров

Func<int, int, string> op; //возвращаемый тип – string

**№ 10 Коллекции**

![](data:image/png;base64,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)

**Furniture.cs**

namespace Laba10

{

class Furniture

{

//--> свойства мебели

public string Name { get; set; }

public int Price { get; set; }

public Furniture(string name, int price)

{

Name = name;

Price = price;

}

}

}

**FurnitureList.cs**

using System;

using System.Collections.Generic;

using System.Collections;

namespace Laba10

{

//реализация интерфейса IList для создания коллекции типа FurnitureList для хранения объектов типа Furniture

class FurnitureList : IList<Furniture>

{

//коллекция объектов объектов

public ArrayList fList = new ArrayList();

//метод для вывода коллекции FurnitureList

public void Print()

{

foreach (var item in fList)

{

Console.WriteLine(item.ToString());

}

}

//реализация интерфейса IList

public Furniture this[int index]

{

get

{

if ((index >= 0) && (index < fList.Count))

{

return (Furniture)fList[index];

}

else

{

Console.WriteLine("-- > Вы вышли за пределы размера коллекции < --");

Console.WriteLine("-- > Поэтому будет выведен первый элемент коллекции < --");

return (Furniture)fList[0];

}

}

set { throw new NotImplementedException(); }

}

public int Count => fList.Count;

public bool IsReadOnly { get; }

public void Add(Furniture item)

{

fList.Add(item);

}

public void Clear()

{

fList.Clear();

}

public bool Contains(Furniture obj)

{

foreach (var el in this)

{

if (el.Equals(obj))

return true;

}

return false;

}

public void CopyTo(Furniture[] array, int arrayIndex)

{

fList.CopyTo(array, arrayIndex);

}

public int IndexOf(Furniture item)

{

return fList.IndexOf(item);

}

public void Insert(int index, Furniture item)

{

fList.Insert(index, item);

}

public bool Remove(Furniture item)

{

fList.Remove(item);

return true;

}

public void RemoveAt(int index)

{

try

{

fList.RemoveAt(index);

}

catch

{

Console.WriteLine("--> Вы вышли за пределы размера коллекции <--");

}

}

public IEnumerator<Furniture> GetEnumerator()

{

foreach (var item in fList)

{

yield return (Furniture)item;

}

}

IEnumerator IEnumerable.GetEnumerator()

{

return GetEnumerator();

}

}

}

**Program.cs**

using System;

using System.Collections.Generic;

using System.Collections.ObjectModel;

using System.Collections.Specialized;

//класс FurnitureList представляет собой коллекцию для работы с объектами класса Furniture,

//в FurnitureList определена переменная fList типа коллекции ArrayList, для хранения объектов Furniture

namespace Laba10

{

class Program

{

static void Main(string[] args)

{

//-------------- 1 ЗАДАНИЕ --------------

FurnitureList fur = new FurnitureList();

fur.Add(new Furniture("Подушка \"Junior Green\"", 227));

fur.Add(new Furniture("Подушка \"Ocean Fusion L\"", 430));

//-------------- 2 ЗАДАНИЕ --------------

List<int> nums = new List<int> { 1, 2, 3, 4, 5, 6 };

//b. Удалите из коллекции n последовательных элементов

Console.WriteLine("\n\n||||||||||||||||||||\n");

Console.WriteLine("С какого индекса нужно удалить элементы : ");

int index = Convert.ToInt32(Console.ReadLine());

if (index >= 0 && index < nums.Count - 1)

{

Console.WriteLine("Сколько элементов нужно удалить?");

int n = Convert.ToInt32(Console.ReadLine());

if (n > 0)

{

if (index + n > nums.Count)

n = nums.Count - index;

for (int i = index; i < index + n; i++)

{

nums.RemoveAt(index);

Console.WriteLine(i);

}

}

}

else

{

Console.WriteLine("-- > Вы вышли за пределы размера коллекции < --");

}

//c. Добавьте другие элементы (используйте все возможные методы добавления для вашего типа коллекции).

Console.WriteLine("\n\n||||||||||||||||||||\n");

nums.Add(2); // добавление элемента

nums.AddRange(new int[] { 7, 8, 9, 10 }); //добавление в список массива

nums.Insert(1, 99);// вставляем на второе место в списке число 99

//d. Создайте вторую коллекцию (из таблицы выберите другой тип коллекции) и заполните ее данными из первой коллекции.

Dictionary<char, int> dic = new Dictionary<char, int>();

for (int i = 0, k = 97; i < nums.Count; i++, k++)

{

char key = (char)k;

dic.Add(key, nums[i]);

}

foreach(char c in dic.Keys)

{

Console.WriteLine(c + " : " + dic[c]);

}

//Объект наблюдаемой коллекции ObservableCollection<T>

var furObserve = new ObservableCollection<Furniture>

{

fur[0],

fur[1],

};

Console.WriteLine("\n\nИзначально в наблюдаемой коллекции 2 объекта");

foreach (var item in furObserve)

{

Console.WriteLine(item);

}

furObserve.CollectionChanged += FurnitureList\_CollectionChanged;

Console.WriteLine("\n--> Начинаем изменять коллекцию <--");

furObserve.Add(fur[2]);

furObserve.Remove(fur[2]);

}

public static void FurnitureList\_CollectionChanged(object sender,

NotifyCollectionChangedEventArgs e)

{

switch (e.Action)

{

case NotifyCollectionChangedAction.Add:

Furniture newFur = e.NewItems[0] as Furniture;

Console.WriteLine($"Добавлен новый объект : {newFur.ToString()}");

break;

case NotifyCollectionChangedAction.Remove:

Furniture oldFur = e.OldItems[0] as Furniture;

Console.WriteLine($"Удален объект : {oldFur.ToString()}");

break;

case NotifyCollectionChangedAction.Replace:

Furniture replacedFur = e.OldItems[0] as Furniture;

Furniture replacingFur = e.NewItems[0] as Furniture;

Console.WriteLine($"Объект {replacedFur.ToString()} заменен объектом {replacingFur.ToString()}");

break;

}

}

}

}

**№ 11 LINQ to Object**

using System;

using System.Collections.Generic;

using System.Linq;

namespace Laba11

{

class Program

{

static void Main(string[] args)

{

//1 ЗАДАНИЕ

//Задайте массив типа string, содержащий 12 месяцев(June, July, May, December, January ….).

//Используя LINQ to Object напишите запрос выбирающий последовательность месяцев с длиной

//строки равной n, запрос возвращающий только летние и зимние месяцы, запрос вывода месяцев

//в алфавитном порядке, запрос считающий месяцы содержащие букву «u» и длиной имени не менее 4 - х..

string[] months = { "January", "February", "March", "April", "May",

"June", "July", "August", "September", "October", "November", "December" };

foreach (string month in months)

{

Console.Write(month + " ");

}

//

Console.Write("\n\n-->Введите какой длины названия месяцев нужно выбрать : ");

int n = Convert.ToInt32(Console.ReadLine());

var monthsLen = from month in months

where month.Length == n

select month;

foreach(string month in monthsLen)

{

Console.Write(month + " ");

}

//

Console.WriteLine("\n\n-->Выборка из только зимних и летних месяцев последовательности");

string[] sumWintMonths\_arr = { "January", "February", "June", "July", "August", "December" };

var sumWintMonths\_request = months.Intersect(sumWintMonths\_arr);

foreach (string month in sumWintMonths\_request)

{

Console.Write(month + " ");

}

//

//Каждый раз, когда в выборке появлется буква 'u', название которому она принадлежит входит в выборку

//Так как в названии может быть несколько 'u', то один и тот же месяц может попасть в выборку несколько раз

//Поэтому используем метод Distinct(), который убирает дублирующиеся элементы

int amountMonthsWithLet\_u = (from month in months

from letter in month

where letter == 'u' && month.Length >= 4

select month).Distinct().Count();

Console.WriteLine("\n\n-->Количество названий месяцев с буквой \"u\" = " + amountMonthsWithLet\_u);

//

var sorted = from month in months

orderby month

select month;

Console.WriteLine("\n-->Список, отсортированный по алфавиту");

foreach (string month in sorted)

{

Console.Write(month + " ");

}

//2 ЗАДАНИЕ

//Создайте коллекцию List<T> и параметризируйте ее типом(классом) из лабораторной №3

//(при необходимости реализуйте нужные интерфейсы).Заполните ее минимум 8 элементами.

Student st1 = new Student("Иван", "Хмельной", new DateTime(2000, 10, 23), "ФИТ", "ПОИБМС", 7);

Student st2 = new Student("Иван", "Сырок", new DateTime(2006, 9, 22), "ФИТ", "ПОИБМС", 7);

Student st3 = new Student("Ито", "Шинджи", new DateTime(1988, 12, 22), "ФИТ", "ПОИБМС", 7);

Student st4 = new Student("Мицухаши", "Такаши", new DateTime(1988, 12, 22), "ФИТ", "ПОИБМС", 7);

Student st5 = new Student("Маки", "Зенин", new DateTime(2000, 7, 26), "ФИТ", "ДЭиВИ", 10);

Student st6 = new Student("Мегуми", "Фушигуро", new DateTime(2001, 1, 2), "ФИТ", "ДЭиВИ", 9);

Student st7 = new Student("Тодзи", "Фушигуро", new DateTime(1980, 6, 8), "ФИТ", "ПОИБМС", 7);

Student st8 = new Student("Юдзи", "Итадори", new DateTime(2002, 12, 18), "ФИТ", "ДЭиВИ", 9);

Student st9 = new Student("Сугуру", "Гето", new DateTime(1990, 6, 28), "ФИТ", "ПОИТ", 5);

List<Student> students = new List<Student>() { st1, st2, st3, st4, st5, st6, st7, st8, st9 };

//3 ЗАДАНИЕ

//На основе LINQ сформируйте запросы по вариантам

Console.WriteLine("\n\n--> Студенты спецальности \"ПОИБМС\", отсортированные по имени и фамилии");

string spec = "ПОИБМС";

var specOrdered = from student in students

where student.speciality == spec

orderby student.name, student.surname

select student;

foreach (var student in specOrdered)

{

Console.WriteLine(student.ToString());

}

//

Console.WriteLine("--> Cписок 6 учебной группы, факультета \"ПИМ\"");

string fac = "ПИМ";

int gr6 = 6;

var facGr = from student in students

where student.faculty == fac && student.Group == gr6

select student;

foreach (var student in facGr)

{

Console.WriteLine(student.ToString());

}

//

Console.WriteLine("--> Вывод информации о самом молодом студенте");

var youngest\_stud\_bday\_date = students.Max(student => student.bday\_date);

var youngest\_stud = from student in students

where student.bday\_date == youngest\_stud\_bday\_date

select student;

foreach (var student in youngest\_stud)

{

Console.WriteLine(student.ToString());

}

//

Console.Write("--> Количество студентов 7 группы : ");

int gr7 = 7;

var amountStudGr = (from student in students

where student.Group == gr7

select student).Count();

var amountStudGr\_exMeth = students.Where(student => student.Group == gr7).Count();

Console.Write(amountStudGr);

Console.WriteLine(" (запрос Linq), " + amountStudGr\_exMeth + " (метод расширения)");

//

Console.WriteLine("\n--> Вывод первого студента с именем \"Иван\"");

string name = "Иван";

var studName = (from student in students

where student.name == name

select student).FirstOrDefault();

if (studName != null)

Console.WriteLine(studName);

else

Console.WriteLine("Ничего не найдено");

//4 ЗАДАНИЕ

//Придумайте и напишите свой собственный запрос, в котором было бы не менее 5 операторов из разных категорий:

//условия, проекций, упорядочивания, группировки, агрегирования, кванторов и разбиения.

//Выбрать студентов старше 20, сгруппировать их по группам, затем создать новый объект с полями:

//groupNum - номер группы, Count - количество студентов в группе, studs - массив студентов данной группы

Console.WriteLine("\n--> Студенты старше 20, разбитые по своим группам\n");

var myReq = from student in students

where student.age() > 20

group student by student.Group into gr

select new

{

groupNum = gr.Key,

Count = gr.Count(),

studs = from st in gr

select st

};

foreach(var g in myReq)

{

Console.WriteLine($"{g.groupNum} группа , число студентов : {g.Count}");

foreach(Student st in g.studs)

{

Console.WriteLine(st.ToString());

}

}

//5 ЗАДАНИЕ

//Придумайте запрос с оператором Join

var characters = new List<Character>(){

new Character("Киллуа Золдик","Хантер x Хантер"),

new Character("Курапика","Хантер x Хантер"),

new Character("Эдвард Элрик","Стальной алхимик"),

new Character("Грид","Стальной алхимик"),

new Character("Чосо","Магическая битва"),

new Character("Куроро Люцифер","Хантер x Хантер"),

new Character("Гон Фрикс","Хантер x Хантер"),

new Character("Кугисаки Нобара","Магическая битва"),

};

var animes = new List<Anime>(){

new Anime("Магическая битва"),

new Anime("Хантер x Хантер"),

new Anime("Стальной алхимик"),

};

var result = characters.Join(animes,

c => c.anime,

a => a.name,

(c, a) => new { character = c.name, anime = a.name });

foreach(var item in result)

{

Console.WriteLine($"Аниме : {item.anime}, персонаж : {item.character}");

}

}

}

}

**№ 12 Рефлексия**
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**Class.cs**

using System;

namespace Laba12

{

interface IPref

{

// отношение животного к чему-то

//(типа: любит сырую картошку => attitude - "любит", smth - "сырую картошку")

void pref(string attitude, string smth);

}

class Animal : IPref

{

public string Type { get; set; }

public string Name { get; set; }

public int Age { get; set; }

public Animal(string type, string name, int age)

{

Type = type;

Name = name;

Age = age;

}

public Animal() { }

public void pref(string attitude, string smth)

{

Console.WriteLine($"{Type} {Name} {attitude} {smth}");

}

}

}

**Program.cs**

using System;

namespace Laba12

{

class Program

{

static void Main(string[] args)

{

Console.WriteLine("|||| Запись информации о типах в файлы ||||\n");

Reflector.WriteInfoToFile("Laba12.Animal", typeof(string), @"D:\ООП\_2к\_1с\Laba12\infoAnimal.txt");

Reflector.WriteInfoToFile("System.String", typeof(int), @"D:\ООП\_2к\_1с\Laba12\infoString.txt");

Console.WriteLine("\n|||| Создание экземпляра типа с помощью поиска " +

"наиболее подходящего конструктора (в соответствии с переданными параметрами) ||||\n");

Animal animal = Reflector.Create("Laba12.Animal", new object[] { "кролик", "Станислав", 2 })

as Laba12.Animal;

Console.WriteLine("Тип животного : " + animal.Type);

Console.WriteLine("Имя : " + animal.Name);

Console.WriteLine("Возраст : " + animal.Age);

Console.WriteLine("\n|||| Передача методу значений, считанных из файла ||||\n");

Animal dog = new Animal("собака", "Лика", 10);

Reflector.Invoke(dog, "Laba12.Animal", "pref", @"D:\ООП\_2к\_1с\Laba12\parameters.txt");

}

}

}

**Reflector.cs**

using System;

using System.Collections.Generic;

using System.Reflection;

using System.IO;

using System.Linq;

namespace Laba12

{

static class Reflector

{

// проверка существования указанного типа

static public void typeExist(string type)

{

//второй параметр отвечает за то, что произойдет, если указанного типа не будет найдено

//false - возврат null

//true - генерация исключения

Type typeInfo = Type.GetType(type, false);

//если указанного типа не было найдено, завершаем программу

if (typeInfo == null)

{

Console.WriteLine("Указанного вами типа не было найдено");

System.Environment.Exit(1);

}

}

// имя сборки, в которой определен класс

static public string assemblyName(string type)

{

typeExist(type);

Type t = Type.GetType(type);

string assemblyName = Assembly.GetAssembly(t).FullName;

return assemblyName;

}

// есть ли публичные конструкторы

static public bool containsPublConstructors(string type)

{

typeExist(type);

Type t = Type.GetType(type);

ConstructorInfo[] ctors = t.GetConstructors(BindingFlags.Public);

if (ctors == null)

return false;

else

return true;

}

//извлекает все публичные методы класса

static public MethodInfo[] getPublMethods(string type)

{

typeExist(type);

Type t = Type.GetType(type);

MethodInfo[] methods = t.GetMethods();

return methods;

}

static public FieldInfo[] getFields(string type)

{

typeExist(type);

Type t = Type.GetType(type);

FieldInfo[] fields = t.GetFields();

return fields;

}

static public PropertyInfo[] getProps(string type)

{

typeExist(type);

Type t = Type.GetType(type);

PropertyInfo[] props = t.GetProperties();

return props;

}

static public Type[] getInterfaces(string type)

{

typeExist(type);

Type t = Type.GetType(type);

Type[] interfaces = t.GetInterfaces();

return interfaces;

}

//выводит по имени класса имена методов, которые содержат заданный (пользователем) тип параметра

static public IEnumerable<MethodInfo> getMeth(string type, Type paramType)

{

typeExist(type);

Type t = Type.GetType(type);

MethodInfo[] methods = t.GetMethods();

var methWithDefineParam = methods // из массива methods

// берем каждый последующий элемент (meth) и получаем массив его параметров (meth.GetParameters)

.Where(meth => meth.GetParameters()

// у каждого последующего элемента в массиве пареметров (param) узнаем тип (param.ParameterType)

//и сравниваем с типом переданным методом getMeth (paramType)

.Where(param => param.ParameterType == paramType)

// если тип с подходящим параметром найден, то он попадает в итоговую выборку

.Count() != 0);

return methWithDefineParam;

}

// можно передать только методы, содержащие параметры типа string

// obj - объект типа type, для которого мы вызываем метод meth

// path - путь к файлу со значениями переметров метода

static public void Invoke(object obj, string type, string meth, string path)

{

typeExist(type);

Type t = Type.GetType(type);

MethodInfo method = t.GetMethod(meth);

int numOfParams = method.GetParameters().Length;

try

{

// значения параметров

object[] foundParamsValues = new object[numOfParams];

StreamReader fIn = new StreamReader(path);

string line; //строка считанная из файла

int i = -1;

do

{

i++;

line = fIn.ReadLine();

if (line != null)

foundParamsValues[i] = line;

} while (line != null && (i + 1) < numOfParams);

// динамический вызов метода

// первый параметр - объект, чей метод вызывается

// второй - массив значений параметров данного метода

method.Invoke(obj, foundParamsValues);

}

catch (Exception e)

{

Console.WriteLine(e.Message);

}

}

// запись информации о типе в файл

static public void WriteInfoToFile(string type, Type paramType, string path)

{

typeExist(type);

string info = "Имя типа : " + type + "\n";

info += "Название сборки, в которой определен тип : " + assemblyName(type) + "\n";

info += "Содержит ли тип публичные конструкторы : " + containsPublConstructors(type) + "\n";

info += "Публичные методы :\n";

MethodInfo[] publMethods = getPublMethods(type);

foreach(var m in publMethods)

{

info += "--> " + m.Name + "\n";

}

info += "Поля :\n";

FieldInfo[] fields = getFields(type);

foreach (var f in fields)

{

info += "--> " + f.Name + "\n";

}

info += "Свойства :\n";

PropertyInfo[] props = getProps(type);

foreach (var p in props)

{

info += "--> " + p.Name + "\n";

}

info += "Реализуемые интерфейсы :\n";

Type[] interfaces = getInterfaces(type);

foreach (var i in interfaces)

{

info += "--> " + i.Name + "\n";

}

info += $"Методы с параметром типа {paramType} :\n";

IEnumerable<MethodInfo> methodsWithDefineParType = getMeth(type, paramType);

foreach (var m in methodsWithDefineParType)

{

info += "--> " + m.Name + "\n";

}

try

{

using (StreamWriter sw = new StreamWriter(path, false))

{

sw.WriteLine(info);

}

Console.WriteLine("Запись выполнена");

}

catch (Exception e)

{

Console.WriteLine(e.Message);

}

}

static public object Create(string type, object[] values)

{

typeExist(type);

Type t = Type.GetType(type);

object result = Activator.CreateInstance(t, values);

return result;

}

}

}
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**KSADirInfo.cs**

using System;

using System.IO;

// Так как нужно получить информацию об определенном директории, используем класс DirectoryInfo

namespace Laba13

{

class KSADirInfo

{

public delegate void InfoAboutAction(string action, DateTime date);

public static event InfoAboutAction Notify;

public static void dirInfoString(string path)

{

if (Directory.Exists(path))

{

int amountOfFiles = Directory.GetFiles(path).Length;

DateTime dateOfCreation = Directory.GetCreationTime(path);

int amoutOfSubdirs = Directory.GetDirectories(path).Length;

DirectoryInfo parent = Directory.GetParent(path);

string info = "========================== Путь к директорию: " + path + " ==========================\n" +

"Количество файлов в директории: " + amountOfFiles + "\n" +

"Дата создания: " + dateOfCreation + "\n" +

"Количество поддиректорий: " + amoutOfSubdirs + "\n" +

"Родительский директорий: " + parent + "\n";

Console.WriteLine(info);

}

else

{

Console.WriteLine("Указанного директория не существует\n");

}

KSADirInfo.Notify += KSALog.ActionsOfUser; // добавляем событию Notify обработчик

Notify("Вывод информации о директории " + path, DateTime.Now); // уведомляем обработчиков события о совершении действия

}

}

}

**KSADiskInfo.cs**

using System;

using System.IO;

namespace Laba13

{

class KSADiskInfo

{

public delegate void InfoAboutAction(string action, DateTime date);

public static event InfoAboutAction Notify;

public static void driveInfoString()

{

DriveInfo[] drives = DriveInfo.GetDrives();

string info = "";

foreach (DriveInfo dr in drives)

{

info += "========================== Диск: " + dr.Name + " ==========================\n" +

"Свободное место на диске (в байтах): " + dr.TotalFreeSpace + "\n" +

"Доступное место на диске (в байтах)" + dr.AvailableFreeSpace + "\n" +

"Общий размер диска (в байтах)" + dr.TotalSize + "\n" +

"Имя файловой системы: " + dr.DriveFormat + "\n" +

"Метка тома: " + dr.VolumeLabel + "\n";

}

Console.WriteLine(info);

KSADiskInfo.Notify += KSALog.ActionsOfUser; // добавляем событию Notify обработчик

Notify("Вывод информации о дисках", DateTime.Now); // уведомляем обработчиков события о совершении действия

}

}

}

**KSAFileInfo.cs**

using System;

using System.IO;

namespace Laba13

{

class KSAFileInfo

{

public delegate void InfoAboutAction(string action, DateTime date);

public static event InfoAboutAction Notify;

public static void fileInfoString(string path)

{

FileInfo file = new FileInfo(path);

if (file.Exists)

{

string fullName = file.FullName;

long len = file.Length;

string ext = file.Extension;

string name = file.Name;

DateTime dateOfCreation = file.CreationTime;

DateTime dateOfLastChanging = file.LastWriteTime;

string info = "========================== Полное имя файла: " + fullName + " ==========================\n" +

"Имя файла: " + name + "\n" +

"Размер (в байтах): " + len + "\n" +

"Расширение: " + ext + "\n" +

"Дата создания: " + dateOfCreation + "\n" +

"Дата внесения последних изменений: " + dateOfLastChanging + "\n";

Console.WriteLine(info);

}

else

{

Console.WriteLine("Указанного файла не существует\n");

}

KSAFileInfo.Notify += KSALog.ActionsOfUser; // добавляем событию Notify обработчик

Notify("Вывод информации о файле " + path, DateTime.Now); // уведомляем обработчиков события о совершении действия

}

}

}

**KSAFileManager.cs**

using System;

using System.IO;

using System.Text;

using System.IO.Compression;

namespace Laba13

{

class KSAFileManager

{

public delegate void InfoAboutAction(string action, DateTime date);

public static event InfoAboutAction Notify;

public static void KSAInspect(string diskName)

{

KSAFileManager.Notify += KSALog.ActionsOfUser; // добавляем событию Notify обработчик

if (diskName.Length < 3)

{

Console.WriteLine("-> Введите имя диска в формате -> \"C:\"\", где C - имя диска");

return;

}

// проверяем существует ли диск с заданным именем

DriveInfo[] allDisks = DriveInfo.GetDrives();

bool exists = false;

foreach(DriveInfo d in allDisks)

{

if (d.Name == diskName)

exists = true;

}

// если не существует

if (!exists)

{

Console.WriteLine("-> Диска с именем " + diskName + " на данном компьютере не было найдено");

return;

}

// создаем объект, хранящий информацию о диске с именем diskName

DriveInfo disk = new DriveInfo(diskName);

if (disk.IsReady)

{

try

{

// получаем корневой директорий диска

DirectoryInfo rootDir = disk.RootDirectory;

string dirs = "Директории на диске " + diskName + ": ";

string files = "Файлы на диске " + diskName + ": ";

foreach (var dir in rootDir.GetDirectories())

{

dirs += "\n" + dir;

}

dirs += "\n";

foreach (var file in rootDir.GetFiles())

{

files += "\n" + file;

}

files += "\n";

string info = "========================== Информация о диске " + diskName + " ==========================\n" +

dirs + files;

string dirToCreate = @"D:\ООП\_2к\_1с\Laba13\KSAInspect";

DirectoryInfo newDir;

// проверяем, не существует ли уже директория с заданным именем

if (Directory.Exists(dirToCreate))

{

Console.WriteLine("-> Указанный директорий уже существует, новый файл будет создан в нем.");

}

else //если не существует, создаем его

{

newDir = Directory.CreateDirectory(dirToCreate);

Console.WriteLine("-> Директорий " + newDir.FullName + " создан");

Notify("-> Директорий " + newDir.FullName + " создан", DateTime.Now); // уведомляем обработчиков события о совершении действия

}

// путь к файлу

string pathOfFile = dirToCreate + @"\KSADirInfo.txt";

using (FileStream fstream = new FileStream(pathOfFile, FileMode.OpenOrCreate))

{

// преобразуем строку в байты, поскольку FileStream представляет доступ к файлам на уровне байтов

byte[] infoInBytes = Encoding.Default.GetBytes(info);

// записываем текст в файл, если в нем была другая информация, она перезашется

fstream.Write(infoInBytes);

Console.WriteLine("-> Информация записана в файл");

Notify("Информация о диске " + diskName + " записана в файл " + pathOfFile, DateTime.Now); // уведомляем обработчиков события о совершении действия

}

string copyFilePath = @"D:\ООП\_2к\_1с\Laba13\driveInfo.txt";

if (!File.Exists(copyFilePath))

{

// true => целевой файл можно перезаписать

File.Copy(pathOfFile, copyFilePath, true);

Console.WriteLine("-> Файл " + pathOfFile + @" скопирован в директорий D:\ООП\_2к\_1с\Laba13 под именем driveInfo.txt");

Notify("Файл " + pathOfFile + @" скопирован в директорий D:\ООП\_2к\_1с\Laba13 под именем driveInfo.txt", DateTime.Now); // уведомляем обработчиков события о совершении действия

}

else

{

File.Copy(pathOfFile, copyFilePath, true);

Console.WriteLine(@"-> Файл " + copyFilePath + " был перезаписан");

Notify(@"Файл " + copyFilePath + " был перезаписан", DateTime.Now); // уведомляем обработчиков события о совершении действия

}

if (File.Exists(copyFilePath))

{

File.Delete(pathOfFile);

Console.WriteLine("-> Файл " + pathOfFile + " удален");

Notify("Файл " + pathOfFile + " удален", DateTime.Now); // уведомляем обработчиков события о совершении действия

}

else

{

Console.WriteLine("-> Файл " + pathOfFile + " не был найден");

}

}

catch (Exception e)

{

Console.WriteLine("Ошибка: " + e.Message);

}

}

}

public static void KSAExtensionCopy(string path)

{

try

{

if (!Directory.Exists(path))

{

Console.WriteLine("-> Указанного вами директория " + path + " не существует");

return;

}

string dirToCreate = @"D:\ООП\_2к\_1с\Laba13\KSAFiles";

DirectoryInfo newDir = new DirectoryInfo(dirToCreate);

// проверяем, не существует ли уже директория с заданным именем

if (Directory.Exists(dirToCreate))

{

Console.WriteLine("\n-> Указанный директорий уже существует, файлы будут добавлены в него");

}

else //если не существует, создаем его

{

newDir.Create();

Console.WriteLine("\n-> Директорий " + newDir.FullName + " был создан");

Notify("Директорий " + newDir.FullName + " был создан", DateTime.Now); // уведомляем обработчиков события о совершении действия

}

// получаем полные пути файлов, соответствующих шаблону "\*.txt", где \* - любое сочетание символов

string[] files = Directory.GetFiles(path, "\*.txt");

foreach (string file in files)

{

// получаем только имя файла

string onlyFileName = Path.GetFileName(file);

File.Copy(file, Path.Combine(newDir.FullName, onlyFileName), true);

}

// Console.WriteLine(whereToMoveDir) -> D:\ООП\_2к\_1с\Laba13\KSAInspect\KSAFiles

// Console.WriteLine(newDir.FullName) -> D:\ООП\_2к\_1с\Laba13\KSAFiles

// чтобы переместить один директорий в другой последняя часть обоих путей должна совпадать, а части до существовать

// совпадающие части нужны для того же, для чего и указание имен файлов в обоих путях (исходном и итоговом) при их перемещении ->

// знать под каким именем должен быть получиться итоговый файл, а в нашем случае поддиректорий

// путь к директорию, куда нужно переместить директорию с файлами заданного расширения, где newDir.Name - имя конечного директория

string whereToMoveDir = Path.Combine(@"D:\ООП\_2к\_1с\Laba13\KSAInspect", newDir.Name);

if (Directory.Exists(whereToMoveDir))

{

Directory.Delete(whereToMoveDir, true);

Console.WriteLine("-> Директорий " + whereToMoveDir + " был удален");

Notify("Директорий " + whereToMoveDir + " был удален", DateTime.Now); // уведомляем обработчиков события о совершении действия

}

newDir.MoveTo(whereToMoveDir);

Console.WriteLine("-> Директорий " + whereToMoveDir + " был создан");

Notify("Директорий " + whereToMoveDir + " был создан", DateTime.Now); // уведомляем обработчиков события о совершении действия

Console.WriteLine("-> Директорий " + newDir.FullName + " был перемещен в директорий " + whereToMoveDir + "\n");

Notify("Директорий " + newDir.FullName + " был перемещен в директорий " + whereToMoveDir, DateTime.Now); // уведомляем обработчиков события о совершении действия

}

catch (Exception e)

{

Console.WriteLine("Ошибка: " + e.Message);

}

}

public static void MakeArchive()

{

string sourceFolder = @"D:\ООП\_2к\_1с\Laba13\KSAInspect\KSAFiles"; // исходная папка

string zipFile = @"D:\ООП\_2к\_1с\Laba13\KSAInspect\KSAFiles.zip"; // сжатый файл

string targetFolder = @"D:\ООП\_2к\_1с\Laba13\KSAInspect\unzipKSAFiles"; // папка, куда распаковывается файл

try

{

if (!Directory.Exists(sourceFolder))

{

Directory.CreateDirectory(sourceFolder);

}

if (File.Exists(zipFile))

{

File.Delete(zipFile);

}

ZipFile.CreateFromDirectory(sourceFolder, zipFile);

Console.WriteLine($"-> Папка {sourceFolder} архивирована в файл {zipFile}");

Notify($"Папка {sourceFolder} архивирована в файл {zipFile}", DateTime.Now); // уведомляем обработчиков события о совершении действия

if (Directory.Exists(targetFolder))

{

Directory.Delete(targetFolder, true);

}

ZipFile.ExtractToDirectory(zipFile, targetFolder);

Console.WriteLine($"-> Файл {zipFile} распакован в папку {targetFolder}\n");

Notify($"Файл {zipFile} распакован в папку {targetFolder}", DateTime.Now); // уведомляем обработчиков события о совершении действия

}

catch (Exception e)

{

Console.WriteLine("Ошибка: " + e.Message);

}

}

}

}

**KSALog.cs**

using System;

using System.IO;

using System.Text;

namespace Laba13

{

class KSALog

{

public static void ActionsOfUser(string action, DateTime date)

{

try

{

string path = @"D:\ООП\_2к\_1с\Laba13\KSALogFile.txt";

using (StreamWriter swFile = new StreamWriter(path, true))

{

swFile.Write(action + " ->Время: " + date + "\n\n");

}

}

catch (Exception e)

{

Console.WriteLine(e.Message);

}

}

public static void ActionsForTheLastHour()

{

try

{

string path = @"D:\ООП\_2к\_1с\Laba13\KSALogFile.txt";

DateTime lastHour = DateTime.Now;

lastHour.AddHours(-1);

if (File.Exists(path))

{

int amountOfNotesForLastHour = 0;

if (File.GetLastWriteTime(path) < lastHour)

{

string notes = "";

using (StreamReader srFile = new StreamReader(path))

{

string line = srFile.ReadLine();

while (line != null)

{

amountOfNotesForLastHour++;

line = srFile.ReadLine();

notes += line + "\n";

}

amountOfNotesForLastHour /= 2; // в конце каждой записи добавлялся перенос строки

Console.WriteLine("Количество записей за последний час: " + amountOfNotesForLastHour);

Console.WriteLine("Записи за последний час" + notes);

}

}

}

}

catch (Exception e)

{

Console.WriteLine(e.Message);

}

}

}

}

**Program.cs**

namespace Laba13

{

class Program

{

static void Main(string[] args)

{

KSADiskInfo.driveInfoString();

KSADirInfo.dirInfoString(@"D:\open\_server\OpenServer\domains\chainsaw");

KSAFileInfo.fileInfoString(@"D:\ООП\_2к\_1с\Laba13\devilman\_crybaby.txt");

KSAFileManager.KSAInspect(@"C:\");

KSAFileManager.KSAExtensionCopy(@"D:\ООП\_2к\_1с\Laba13");

KSAFileManager.MakeArchive();

KSALog.ActionsForTheLastHour();

}

}

}

**№ 14 Сериализация**
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**Classes.cs**

using System;

using System.Xml.Serialization;

namespace Laba14

{

[Serializable]

public class Company

{

public string company = "";

}

[XmlInclude(typeof(FeatureFilm))]

[Serializable]

public class Film

{

public string Title { get; set; }

public Company FilmCompany { get; set; }

public int DurationMinutes { get; set; }

[NonSerialized]

public float rating = 0;

}

[Serializable]

public class FeatureFilm : Film

{ }

}

**Program.cs**

using System;

using System.IO;

using System.Runtime.Serialization.Formatters.Binary;

using System.Text.Json;

using System.Threading.Tasks;

using System.Xml.Serialization;

using System.Xml;

using System.Xml.Linq;

using System.Linq;

namespace Laba14

{

class Program

{

static async Task Main(string[] args)

{

// 1

Console.WriteLine("\n---------------------- СЕРИАЛИЗАЦИЯ ОБЪЕКТОВ ----------------------\n");

// --------------- BINARY ---------------

string path1 = @"D:\ООП\_2к\_1с\OOP\_Course2\_Term1\Laba14\binary.txt";

Film f1 = new Film

{

Title = "Film 1",

DurationMinutes = 87,

rating = 3.7f,

FilmCompany = new Company() { company = "company 1" }

};

BinaryFormatter formatterBinary = new BinaryFormatter();

using (FileStream fs = new FileStream(path1, FileMode.OpenOrCreate))

{

formatterBinary.Serialize(fs, f1);

Console.WriteLine("-> Объект сериализован");

}

using (FileStream fs = new FileStream(path1, FileMode.OpenOrCreate))

{

Film desFilm = (Film)formatterBinary.Deserialize(fs);

Console.WriteLine("-> Объект десериализован");

Console.WriteLine($"Название: {desFilm.Title}\n" +

$"продолжительность: {desFilm.DurationMinutes}\n" +

$"рейтинг: {desFilm.rating}\n" +

$"компания производства: {desFilm.FilmCompany.company}\n");

}

// --------------- JSON ---------------

string path2 = @"D:\ООП\_2к\_1с\OOP\_Course2\_Term1\Laba14\json.json";

FeatureFilm f2 = new FeatureFilm

{

Title = "Film 2",

DurationMinutes = 96,

rating = 3.3f,

FilmCompany = new Company() { company = "company 2" }

};

using (FileStream fs = new FileStream(path2, FileMode.OpenOrCreate))

{

// установка пробелов

var options = new JsonSerializerOptions

{

WriteIndented = true

};

await JsonSerializer.SerializeAsync<FeatureFilm>(fs, f2, options);

Console.WriteLine("-> Данные сохранены в файл");

}

using (FileStream fs = new FileStream(path2, FileMode.OpenOrCreate))

{

FeatureFilm objFromJson = await JsonSerializer.DeserializeAsync<FeatureFilm>(fs);

Console.WriteLine("-> Объект десериализован");

Console.WriteLine($"Название: {objFromJson.Title}\n" +

$"продолжительность: {objFromJson.DurationMinutes}\n" +

$"рейтинг: {objFromJson.rating}\n" +

$"компания производства: {objFromJson.FilmCompany.company}\n");

}

// --------------- XML ---------------

string path3 = @"D:\ООП\_2к\_1с\OOP\_Course2\_Term1\Laba14\xml.xml";

Film f3 = new Film

{

Title = "Film 3",

DurationMinutes = 125,

rating = 4.9f,

FilmCompany = new Company() { company = "company 3" }

};

// прописываем поле rating, которое в классе Film нужно проигнорировать XmlIgnore = true (по умолчанию false)

XmlAttributeOverrides overrides = new XmlAttributeOverrides();

overrides.Add(typeof(Film), "rating", new XmlAttributes { XmlIgnore = true });

XmlSerializer formatterXml = new XmlSerializer(typeof(Film), overrides);

using (FileStream fs = new FileStream(path3, FileMode.OpenOrCreate))

{

formatterXml.Serialize(fs, f3);

Console.WriteLine("-> Объект сериализован");

}

using (FileStream fs = new FileStream(path3, FileMode.OpenOrCreate))

{

Film xmlFilm = (Film)formatterXml.Deserialize(fs);

Console.WriteLine("-> Объект десериализован");

Console.WriteLine($"Название: {xmlFilm.Title}\n" +

$"продолжительность: {xmlFilm.DurationMinutes}\n" +

$"рейтинг: {xmlFilm.rating}\n" +

$"компания производства: {xmlFilm.FilmCompany.company}\n");

}

// 2

Console.WriteLine("\n---------------------- СЕРИАЛИЗАЦИЯ МАССИВОВ ОБЪЕКТОВ ----------------------\n");

Film[] films = new Film[] { f1, f2, f3 };

// --------------- BINARY ---------------

string path4 = @"D:\ООП\_2к\_1с\OOP\_Course2\_Term1\Laba14\arrayBin.txt";

BinaryFormatter binFormArray = new BinaryFormatter();

using (FileStream fs = new FileStream(path4, FileMode.OpenOrCreate))

{

binFormArray.Serialize(fs, films);

Console.WriteLine("-> Объекты сериализованы");

}

using (FileStream fs = new FileStream(path4, FileMode.OpenOrCreate))

{

Film[] desFilms = (Film[])binFormArray.Deserialize(fs);

Console.WriteLine("-> Объекты десериализованы");

foreach(var film in desFilms)

{

Console.WriteLine($"Название: {film.Title}\n" +

$"продолжительность: {film.DurationMinutes}\n" +

$"рейтинг: {film.rating}\n" +

$"компания производства: {film.FilmCompany.company}\n");

}

}

// --------------- JSON ---------------

string path5 = @"D:\ООП\_2к\_1с\OOP\_Course2\_Term1\Laba14\arrayJson.json";

using (FileStream fs = new FileStream(path5, FileMode.OpenOrCreate))

{

// установка пробелов

var options = new JsonSerializerOptions

{

WriteIndented = true

};

await JsonSerializer.SerializeAsync<Film[]>(fs, films, options);

Console.WriteLine("-> Объекты сериализованы");

}

using (FileStream fs = new FileStream(path5, FileMode.OpenOrCreate))

{

Film[] objFromJson = await JsonSerializer.DeserializeAsync<Film[]>(fs);

Console.WriteLine("-> Объекты десериализованы");

foreach (var film in objFromJson)

{

Console.WriteLine($"Название: {film.Title}\n" +

$"продолжительность: {film.DurationMinutes}\n" +

$"рейтинг: {film.rating}\n" +

$"компания производства: {film.FilmCompany.company}\n");

}

}

// --------------- XML ---------------

string path6 = @"D:\ООП\_2к\_1с\OOP\_Course2\_Term1\Laba14\arrayXml.xml";

XmlSerializer formatterArrayXml = new XmlSerializer(typeof(Film[]), overrides);

using (FileStream fs = new FileStream(path6, FileMode.OpenOrCreate))

{

formatterArrayXml.Serialize(fs, films);

Console.WriteLine("-> Объекты сериализованы");

}

using (FileStream fs = new FileStream(path6, FileMode.OpenOrCreate))

{

Film[] xmlFilms = (Film[])formatterArrayXml.Deserialize(fs);

Console.WriteLine("-> Объекты десериализованы");

foreach (var film in xmlFilms)

{

Console.WriteLine($"Название: {film.Title}\n" +

$"продолжительность: {film.DurationMinutes}\n" +

$"рейтинг: {film.rating}\n" +

$"компания производства: {film.FilmCompany.company}\n");

}

}

// 3

// XPATH

Console.WriteLine("\n---------------------- XPATH ----------------------\n");

// XmlDocument представляет весь xml-документ

XmlDocument xDoc = new XmlDocument();

if (File.Exists(path6))

{

Console.WriteLine("Селектор 1 (//FilmCompany/company):");

xDoc.Load(path6);

var childNodes = xDoc.SelectNodes("//FilmCompany/company");

foreach(XmlNode node in childNodes)

{

Console.WriteLine(node.InnerText);

}

}

if (File.Exists(path6))

{

Console.WriteLine("\nСелектор 2 (FilmCompany[company = 'company 2']):");

xDoc.Load(path6);

var childNodes = xDoc.SelectNodes("//FilmCompany[company = 'company 2']");

foreach (XmlNode node in childNodes)

{

Console.WriteLine(node.InnerText);

}

}

// 4

// LINQ TO XML

Console.WriteLine("\n---------------------- LINQ TO XML ----------------------\n");

// Создание XML-документа

XDocument newDoc = new XDocument(

new XElement("students",

new XElement("student",

new XAttribute("ed\_form", "бюджет"),

new XElement("surname", "Хмельная"),

new XElement("first\_name", "Ольга"),

new XElement("patronymic", "Андреевна"),

new XElement("year\_of\_birth", 2001)

),

new XElement("student",

new XAttribute("ed\_form", "бюджет"),

new XElement("surname", "Зернович"),

new XElement("first\_name", "Ева"),

new XElement("patronymic", "Евгеньевна"),

new XElement("year\_of\_birth", 2004)

),

new XElement("student",

new XAttribute("ed\_form", "платная"),

new XElement("surname", "Лаканов"),

new XElement("first\_name", "Иван"),

new XElement("patronymic", "Георгиевич"),

new XElement("year\_of\_birth", 2002)

)

)

);

string path7 = @"D:\ООП\_2к\_1с\OOP\_Course2\_Term1\Laba14\xmlToLinq.xml";

newDoc.Save(path7);

Console.WriteLine("Xml-документ был создан\n");

// linq запросы

if (File.Exists(path7))

{

XDocument xmlLinqDoc = XDocument.Load(path7);

// 1 запрос (выбор студентов родившихся в 2002 и позже)

var birthSelection = from stud in xmlLinqDoc.Element("students").Elements("student")

where Convert.ToInt32(stud.Element("year\_of\_birth").Value) <= 2002

select stud;

foreach(var st in birthSelection)

{

Console.WriteLine(st.Element("surname").Value);

}

Console.WriteLine();

// 2 запрос (перебор определенных элементов и вывод их значений)

foreach(XElement st in xmlLinqDoc.Element("students").Elements("student"))

{

XAttribute nameAttr = st.Attribute("ed\_form");

XElement surnameEl = st.Element("surname");

XElement FirstNameEl = st.Element("first\_name");

Console.WriteLine($"Фамилия: {surnameEl.Value}\n" +

$"Имя: {FirstNameEl.Value}\n" +

$"Форма обучения: {nameAttr.Value}\n");

}

// 3 запрос (выбор студентов на бюджетной форме обучения)

var edFormSelection = from stud in xmlLinqDoc.Element("students").Elements("student")

where stud.Attribute("ed\_form").Value == "бюджет"

select stud;

foreach (var st in edFormSelection)

{

Console.WriteLine(st.Element("surname").Value);

}

Console.WriteLine();

}

}

}

}

**№ 15 Работа с потоками выполнения**

![](data:image/png;base64,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)

**EvenOddNums.cs**

using System;

using System.IO;

using System.Threading;

namespace Laba15

{

partial class Program

{

//Используя средства синхронизации организуйте работу потоков, таким образом, чтобы

// a. выводились сначала четные, потом нечетные числа

// b. последовательно выводились одно четное, другое нечетное.

//// a

//// в качестве параметра объекта типа AutoResetEvent передаем false, что говорит о том,

//// что изначально объект будет в состоянии ожидания

//static AutoResetEvent waitHandler = new AutoResetEvent(false);

//public static void oddNums(int n)

//{

// waitHandler.WaitOne(); // поток ожидает передачи сигнального состояния объекту waitHandler

// string nums = "\nНечетные числа: \n";

// for (int i = 1; i < n; i++)

// {

// if (i % 2 != 0)

// {

// Console.Write(i + "\t");

// nums += i + "\t";

// Thread.Sleep(10); // по условию скорость расчета чисел у потоков должна быть разная

// }

// }

// string path = @"D:\ООП\_2к\_1с\Laba15\evenOddNums.txt";

// using (StreamWriter swf = new StreamWriter(path, true))

// {

// swf.Write(nums);

// }

// waitHandler.Set();

//}

//public static void evenNums(int n)

//{

// string nums = "Четные числа: \n";

// for (int i = 1; i < n; i++)

// {

// if (i % 2 == 0)

// {

// Console.Write(i + "\t");

// nums += i + "\t";

// Thread.Sleep(5); // по условию скорость расчета чисел у потоков должна быть разная

// }

// }

// string path = @"D:\ООП\_2к\_1с\Laba15\evenOddNums.txt";

// using (StreamWriter swf = new StreamWriter(path, true))

// {

// swf.Write(nums);

// }

// waitHandler.Set(); // передача сигнального состояния объекту waitHandler

//}

// b

// в качестве параметра объекта типа AutoResetEvent передаем false, что говорит о том,

// что изначально объект будет в состоянии ожидания

static AutoResetEvent waitHandler1 = new AutoResetEvent(true); // сразу в сигнальном состоянии

static AutoResetEvent waitHandler2 = new AutoResetEvent(false); // сазу в состоянии ожидания передачи сигнала

public static void oddNums(int n)

{

string path = @"D:\ООП\_2к\_1с\Laba15\alternation.txt";

for (int i = 1; i < n; i++)

{

if (i % 2 != 0)

{

// на протяженни 20 мс ожидаем получения потока waitHandler2, потом получаем его принудительно

// это нужно потому что вывод четных чисел завершится раньше нечетных и иначе программа просто остановиться,

// ожидая сигнальное состояние для waitHandler2, но его не получит, ибо метод вывода четных чисел,

// предоставляющий его, уже отработал

// вроде как, похоже на костыль, аха

waitHandler2.WaitOne(30);

Console.Write(i + "\t");

using (StreamWriter swf = new StreamWriter(path, true))

{

swf.Write(i + "\t");

}

Thread.Sleep(10);

waitHandler1.Set();

}

}

}

public static void evenNums(int n)

{

string path = @"D:\ООП\_2к\_1с\Laba15\alternation.txt";

for (int i = 1; i < n; i++)

{

if (i % 2 == 0)

{

waitHandler1.WaitOne(); // (\*) выполнение начинается здесь

Console.Write(i + "\t");

using (StreamWriter swf = new StreamWriter(path, true))

{

swf.Write(i + "\t");

}

Thread.Sleep(5);

waitHandler2.Set(); // освобождаем объект waitHandler2, который ожидает второй поток

}

}

}

}

}

**methodForTimer.cs**

using System;

namespace Laba15

{

partial class Program

{

public static void methodForTimer(object obj)

{

Console.Write("\tTimer!\t");

}

}

}

**primeNumsThread.cs**

using System;

using System.IO;

using System.Threading;

namespace Laba15

{

partial class Program

{

public static void primeNums(int n)

{

if (n < 1)

{

return;

}

string primeNumsStr = "";

for(int i = 1; i < n; i++)

{

bool isSimple = true;

for (int j = 2; j < i; j++)

{

if (i % j == 0)

{

isSimple = false;

break;

}

}

if (isSimple)

{

primeNumsStr += i + "\t";

Console.Write(i + "\t");

// приостанавливаем поток на 100 мс

Thread.Sleep(100);

};

}

string path = @"D:\ООП\_2к\_1с\Laba15\primeNums.txt";

using (StreamWriter swf = new StreamWriter(path))

{

swf.Write(primeNumsStr);

}

Console.WriteLine("\n\nЧисла были записаны в файл");

// получение и вывод информации о текущем потоке

Thread curThread = Thread.CurrentThread;

string primeNumsThreadInfo = $"\nИнформация о потоке:\n" +

$"Имя: {curThread.Name}\n" +

$"Идентификатор: {curThread.ManagedThreadId}\n" +

$"Выполняется ли поток: {curThread.IsAlive}\n" +

$"Приоритет: {curThread.Priority}\n";

Console.WriteLine(primeNumsThreadInfo);

}

}

}

**ProcInfoMethod.cs**

using System.Diagnostics;

using System.IO;

namespace Laba15

{

partial class Program

{

public static void procInfo()

{

Process[] processes = Process.GetProcesses();

string info = "Количество запущенных процессов: " + processes.Length + "\n";

int i = 1;

foreach (Process process in processes)

{

info += $"-> {i}\nИдентификатор процесса: {process.Id}\n" +

$"Имя процесса: {process.ProcessName}\n" +

$"Базовый приоритет: {process.BasePriority}\n";

i++;

}

string path = @"D:\ООП\_2к\_1с\Laba15\processesInfo.txt";

using (StreamWriter swf = new StreamWriter(path))

{

swf.Write(info);

}

System.Console.WriteLine("Данные о процессах записаны в файл\n");

}

}

}

**Program.cs**

using System;

using System.Reflection;

using System.Threading;

namespace Laba15

{

partial class Program

{

static void Main(string[] args)

{

// 1 (запись информации о запущенных процессах в файл)

procInfo();

// 2 (исследование текущего домена)

AppDomain curDom = AppDomain.CurrentDomain;

string curDomInfo = $"Имя домена приложения: {curDom.FriendlyName}\n" +

$"Каталог домена: {curDom.BaseDirectory}\n" +

$"Сборки домена:\n";

Assembly[] assemblies = curDom.GetAssemblies();

foreach (Assembly asm in assemblies)

{

curDomInfo += asm.GetName().Name + "\n";

}

Console.WriteLine(curDomInfo);

// 3

Console.Write("Введите число n для поиска простых чисел в диапазоне от 1 до n: ");

int n = Convert.ToInt32(Console.ReadLine());

Thread primeNumsThread = new Thread(() => primeNums(n));

// запускаем в потоке primeNumsThread метод primeNums

primeNumsThread.Start();

// 4

Console.Write("Введите число n для поиска нечетных и четных чисел в диапазоне от 1 до n: ");

int odd\_even\_n = Convert.ToInt32(Console.ReadLine());

Thread oddThread = new Thread(() => oddNums(odd\_even\_n));

Thread evenThread = new Thread(() => evenNums(odd\_even\_n));

evenThread.Start();

oddThread.Start();

// 5

TimerCallback tm = new TimerCallback(methodForTimer);

Timer timer = new Timer(tm, null, 0, 10);

}

}

}

**№ 16 Платформа параллельных вычислений**
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**Numbers.cs**

using System;

using System.Threading;

using System.Threading.Tasks;

namespace Laba16

{

class Numbers

{

public static void matrixMult()

{

int rows1 = 0;

int cols1 = 0;

int rows2 = 0;

int cols2 = 0;

bool result;

Console.Write("Введите количество строк 1 матрицы: ");

result = int.TryParse(Console.ReadLine(), out rows1);

if (!result) {

Console.WriteLine("\nВведите число!");

return;

}

Console.Write("\nВведите количество столбцов 1 матрицы: ");

result = int.TryParse(Console.ReadLine(), out cols1);

if (!result)

{

Console.WriteLine("\nВведите число!");

return;

}

Console.Write("\nВведите количество столбцов 2 матрицы: ");

result = int.TryParse(Console.ReadLine(), out cols2);

if (!result)

{

Console.WriteLine("\nВведите число!");

return;

}

rows2 = cols1;

Random rnd = new Random();

Console.WriteLine("\n---------------------- 1 матрица ----------------------");

int[,] matr1 = new int[rows1, cols1];

for(int r1 = 0; r1 < rows1; r1++)

{

for(int c1 = 0; c1 < cols1; c1++)

{

matr1[r1, c1] = rnd.Next(-20, 100);

Console.Write(matr1[r1, c1] + "\t");

}

Console.WriteLine();

}

Console.WriteLine("\n---------------------- 2 матрица ----------------------");

int[,] matr2 = new int[rows2, cols2];

for (int r2 = 0; r2 < rows2; r2++)

{

for (int c2 = 0; c2 < cols2; c2++)

{

matr2[r2, c2] = rnd.Next(-20, 100);

Console.Write(matr2[r2, c2] + "\t");

}

Console.WriteLine();

}

Console.WriteLine("\n---------------------- Перемноженные матрицы ----------------------");

int[,] multMatr = new int[rows1, cols2];

for (var i = 0; i < rows1; i++)

{

for (var j = 0; j < cols2; j++)

{

multMatr[i, j] = 0;

for (var k = 0; k < cols1; k++)

{

multMatr[i, j] += matr1[i, k] \* matr2[k, j];

}

Console.Write(multMatr[i, j] + "\t");

}

Console.WriteLine();

}

}

public static void rowsCols(ref int rows1, ref int cols1, ref int rows2, ref int cols2)

{

bool result;

Console.Write("Введите количество строк 1 матрицы: ");

result = int.TryParse(Console.ReadLine(), out rows1);

if (!result)

{

Console.WriteLine("\nВведите число!");

return;

}

Console.Write("\nВведите количество столбцов 1 матрицы: ");

result = int.TryParse(Console.ReadLine(), out cols1);

if (!result)

{

Console.WriteLine("\nВведите число!");

return;

}

Console.Write("\nВведите количество столбцов 2 матрицы: ");

result = int.TryParse(Console.ReadLine(), out cols2);

if (!result)

{

Console.WriteLine("\nВведите число!");

return;

}

rows2 = cols1;

}

public static void matrixMultToken(CancellationToken token, int rows1, int cols1, int rows2, int cols2)

{

Random rnd = new Random();

Console.WriteLine("\n---------------------- 1 матрица ----------------------");

int[,] matr1 = new int[rows1, cols1];

for (int r1 = 0; r1 < rows1; r1++)

{

for (int c1 = 0; c1 < cols1; c1++)

{

matr1[r1, c1] = rnd.Next(-20, 100);

Console.Write(matr1[r1, c1] + "\t");

}

Console.WriteLine();

}

Console.WriteLine("\n---------------------- 2 матрица ----------------------");

int[,] matr2 = new int[rows2, cols2];

for (int r2 = 0; r2 < rows2; r2++)

{

for (int c2 = 0; c2 < cols2; c2++)

{

matr2[r2, c2] = rnd.Next(-20, 100);

Console.Write(matr2[r2, c2] + "\t");

}

Console.WriteLine();

}

Console.WriteLine("\n---------------------- Перемноженные матрицы ----------------------");

int[,] multMatr = new int[rows1, cols2];

for (var i = 0; i < rows1; i++)

{

if (token.IsCancellationRequested)

{

Console.WriteLine("Операция прервана");

return;

}

for (var j = 0; j < cols2; j++)

{

multMatr[i, j] = 0;

for (var k = 0; k < cols1; k++)

{

multMatr[i, j] += matr1[i, k] \* matr2[k, j];

}

Console.Write(multMatr[i, j] + "\t");

Thread.Sleep(2000);

}

Console.WriteLine();

}

}

public static int Task1()

{

return 1;

}

public static int Task2()

{

return 2;

}

public static int Task3()

{

return 3;

}

public static void genArray(int amount)

{

Random rnd = new Random();

int[] array = new int[amount];

for (int i = 0; i < amount; i++)

{

array[i] = rnd.Next(-100, 100);

}

foreach (int n in array)

{

Console.Write(n + "\t");

}

}

public static async void asyncMethod()

{

await Task.Run(() =>

{

Thread.Sleep(4000);

Console.WriteLine("Асинхронный метод завершился!");

});

}

}

}

**Program.cs**

using System;

using System.Threading.Tasks;

using System.Threading;

using System.Diagnostics;

using System.Collections.Generic;

using System.Collections.Concurrent;

namespace Laba16

{

class Program

{

static void Main(string[] args)

{

// 1 создайте длительную по времени задачу (на основе Task) на выбор: перемножение матриц

Console.WriteLine("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

Task matrMultTask = new Task(Numbers.matrixMult);

// Оцените производительность выполнения используя объект Stopwatch на нескольких прогонах.

Stopwatch stopWatch = new Stopwatch();

stopWatch.Start();

matrMultTask.Start();

matrMultTask.Wait();

stopWatch.Stop();

TimeSpan ts = stopWatch.Elapsed;

string elapsedTime = String.Format("{0:00}:{1:00}:{2:00}.{3:00}",

ts.Hours, ts.Minutes, ts.Seconds,

ts.Milliseconds / 10);

Console.WriteLine("\n-> RunTime " + elapsedTime);

// Выведите идентификатор текущей задачи, проверьте во время выполнения – завершена ли задача и выведите ее статус.

Console.WriteLine($"\nИнформация о задаче: \n" +

$"Идентификатор: {matrMultTask.Id}\n" +

$"Статус: {matrMultTask.Status}\n");

// 2 Реализуйте второй вариант этой же задачи с токеном отмены CancellationToken и отмените задачу.

Console.WriteLine("\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 2 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

CancellationTokenSource cancelTokenSource = new CancellationTokenSource();

CancellationToken token = cancelTokenSource.Token;

// так как нам необходимо, чтобы пользователь ввел некоторые значения, а в этот ввод,

// если оставить его в функции matrixMultTokenб может вмешаться основной поток, создаем метод

// с помощью которого плучаем и проверяем значения на корректность

int rows1 = 0;

int cols1 = 0;

int rows2 = 0;

int cols2 = 0;

Task.Run(() => Numbers.rowsCols(ref rows1, ref cols1, ref rows2, ref cols2)).Wait();

Task matrMultTaskWithToken = new Task(() => Numbers.matrixMultToken(token, rows1, cols1, rows2, cols2));

matrMultTaskWithToken.Start();

Console.WriteLine("\n-> Введите Y для отмены операции <-\n");

string s = Console.ReadLine();

if (s == "Y" || s == "y") { }

cancelTokenSource.Cancel();

// 3 Создайте три задачи с возвратом результата и используйте их для выполнения четвертой задачи. Например, расчет по формуле.

Console.WriteLine("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 3 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

Task<int>[] tasks = new Task<int>[3]

{

new Task<int>(Numbers.Task1),

new Task<int>(Numbers.Task2),

new Task<int>(Numbers.Task3)

};

foreach (var t in tasks)

{

t.Start();

}

int sum = 0;

foreach (var t in tasks)

{

sum += t.Result;

}

Console.WriteLine("Сумма 1 + 2 + 3 = " + sum);

// 4 Создайте задачу продолжения (continuation task) в двух вариантах

Console.WriteLine("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 4 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

// 1) C ContinueWith -планировка на основе завершения множества предшествующих задач

Task<int> task4\_1 = new Task<int>(() => 1);

Task display = task4\_1.ContinueWith(num => Console.WriteLine(

$"-> Задача с идентификатором \"{task4\_1.Id}\" вернула значение {num.Result}"));

task4\_1.Start();

// 2) На основе объекта ожидания и методов GetAwaiter(),GetResult();

Task<int> task4\_2 = Task.Run(() => 2);

// ждем завершения task4\_2

var awaiter = task4\_2.GetAwaiter();

// получив объект ожидания, решаем, что будем делать дальше; в данном случае выведем значение, которое вернула задача task4\_2

awaiter.OnCompleted(() => Console.WriteLine(

$"-> Задача с идентификатором \"{task4\_2.Id}\" вернула значение {awaiter.GetResult()}"));

Thread.Sleep(100);

// 5 Используя Класс Parallel распараллельте вычисления циклов For(), ForEach().

// Оцените производительность по сравнению с обычными циклами

Console.WriteLine("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 5 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

int amount = 5;

Console.Write("Генерация 3 массивов по 5 элементов с помощью Parallel.For: ");

stopWatch.Start();

Parallel.For(1, 140, (num) => Numbers.genArray(amount));

stopWatch.Stop();

ts = stopWatch.Elapsed;

elapsedTime = String.Format("{0:00}:{1:00}:{2:00}.{3:00}",

ts.Hours, ts.Minutes, ts.Seconds,

ts.Milliseconds / 10);

Console.WriteLine("\n-> RunTime " + elapsedTime);

Console.Write("\nГенерация 3 массивов по 5 элементов с помощью цикла запуска задач: ");

stopWatch.Start();

for (int i = 1; i < 140; i++)

{

Task.Run(() => Numbers.genArray(amount)).Wait();

}

stopWatch.Stop();

ts = stopWatch.Elapsed;

elapsedTime = String.Format("{0:00}:{1:00}:{2:00}.{3:00}",

ts.Hours, ts.Minutes, ts.Seconds,

ts.Milliseconds / 10);

Console.WriteLine("\n-> RunTime " + elapsedTime);

List<int> list = new List<int>() { 3, 4, 7, 8, 9, 2, 4, 7, 12, 9, 5, 5, 4, 23, 80, 65 };

Console.Write("\nГенерация массивов по 3, 4, 7, 8, 9, 2, 4, 7, 12, 9, 5, 5, 4, 23, 80, 65 элементов с помощью Parallel.ForEach: ");

stopWatch.Start();

ParallelLoopResult result = Parallel.ForEach(list, Numbers.genArray);

stopWatch.Stop();

ts = stopWatch.Elapsed;

elapsedTime = String.Format("{0:00}:{1:00}:{2:00}.{3:00}",

ts.Hours, ts.Minutes, ts.Seconds,

ts.Milliseconds / 10);

Console.WriteLine("\n-> RunTime " + elapsedTime);

Console.Write("\nГенерация массивов по 3, 4, 7, 8, 9, 2, 4, 7, 12, 9, 5, 5, 4, 23, 80, 65 элементов с помощью цикла запуска задач: ");

stopWatch.Start();

for (int i = 0; i < list.Count; i++)

{

Task.Run(() => Numbers.genArray(list[i])).Wait();

}

stopWatch.Stop();

ts = stopWatch.Elapsed;

elapsedTime = String.Format("{0:00}:{1:00}:{2:00}.{3:00}",

ts.Hours, ts.Minutes, ts.Seconds,

ts.Milliseconds / 10);

Console.WriteLine("\n-> RunTime " + elapsedTime);

// 6 Используя Parallel.Invoke() распараллельте выполнение блока операторов.

Console.WriteLine("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 6 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

Parallel.Invoke(

() =>

{

Thread.Sleep(1000);

Console.WriteLine("Я поспал 1 секунду!");

},

() => Console.WriteLine("А куда спать?"),

() =>

{

for (int i = 1; i <= 3; i++)

{

Console.WriteLine("Цикл на итерации: " + i);

}

}

);

// 7 Используя Класс BlockingCollection реализуйте следующую задачу:

// Есть 5 поставщиков бытовой техники, они завозят уникальные товары на склад(каждый по одному) и

// 10 покупателей – покупают все подряд, если товара нет - уходят.В вашей задаче: cпрос превышает предложение.

// Изначально склад пустой.У каждого поставщика своя скорость завоза товара.Каждый раз при изменении состоянии склада

// выводите наименования товаров на складе.

Console.WriteLine("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 7 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

BlockingCollection<string> bc = new BlockingCollection<string>(5);

int tea = 1;

// псотавщики

Task[] shippers = new Task[5]

{

new Task(() =>

{

while (!bc.IsAddingCompleted)

{

bc.Add("бензопила");

Console.WriteLine("На склад поставлена бензопила");

Thread.Sleep(1000);

}

}

),

new Task (()=>

{

// когда будет доставлено 3 чая, поток заснет на 1 секунду, после чего заблокируется возможность добавления товаров

while (tea <= 3 && !bc.IsAddingCompleted)

{

bc.Add("чай");

Console.WriteLine("На склад поставлен чай");

tea++;

Thread.Sleep(1000);

}

bc.CompleteAdding();

}

),

new Task (()=>

{

while (!bc.IsAddingCompleted)

{

bc.Add("странный кот");

Console.WriteLine("На склад поставлен странный кот");

Thread.Sleep(1000);

}

}

),

new Task (()=>

{

while (!bc.IsAddingCompleted)

{

bc.Add("Сатурн");

Console.WriteLine("На склад поставлен Сатурн");

Thread.Sleep(1000);

}

}

),

new Task (()=>

{

while (!bc.IsAddingCompleted)

{

bc.Add("семизубый меч");

Console.WriteLine("На склад поставлен семизубый меч");

Thread.Sleep(1000);

}

}

)

};

string good = "";

Task[] consumers = new Task[10]

{

new Task(()=>

{

while (!bc.IsCompleted)

{

if(bc.TryTake(out good))

Console.WriteLine("Взят товар с наименованием: " + good);

else

Console.WriteLine("Покупатель ушёл, ничего не купив");

Thread.Sleep(400);

}

}

),

new Task(()=>

{

while (!bc.IsCompleted)

{

if(bc.TryTake(out good))

Console.WriteLine("Взят товар с наименованием: " + good);

else

Console.WriteLine("Покупатель ушёл, ничего не купив");

Thread.Sleep(400);

}

}

),

new Task(()=>

{

while (!bc.IsCompleted)

{

if(bc.TryTake(out good))

Console.WriteLine("Взят товар с наименованием: " + good);

else

Console.WriteLine("Покупатель ушёл, ничего не купив");

Thread.Sleep(400);

}

}

),

new Task(()=>

{

while (!bc.IsCompleted)

{

if(bc.TryTake(out good))

Console.WriteLine("Взят товар с наименованием: " + good);

else

Console.WriteLine("Покупатель ушёл, ничего не купив");

Thread.Sleep(400);

}

}

),

new Task(()=>

{

while (!bc.IsCompleted)

{

if(bc.TryTake(out good))

Console.WriteLine("Взят товар с наименованием: " + good);

else

Console.WriteLine("Покупатель ушёл, ничего не купив");

Thread.Sleep(400);

}

}

),

new Task(()=>

{

while (!bc.IsCompleted)

{

if(bc.TryTake(out good))

Console.WriteLine("Взят товар с наименованием: " + good);

else

Console.WriteLine("Покупатель ушёл, ничего не купив");

Thread.Sleep(400);

}

}

),

new Task(()=>

{

while (!bc.IsCompleted)

{

if(bc.TryTake(out good))

Console.WriteLine("Взят товар с наименованием: " + good);

else

Console.WriteLine("Покупатель ушёл, ничего не купив");

Thread.Sleep(400);

}

}

),

new Task(()=>

{

while (!bc.IsCompleted)

{

if(bc.TryTake(out good))

Console.WriteLine("Взят товар с наименованием: " + good);

else

Console.WriteLine("Покупатель ушёл, ничего не купив");

Thread.Sleep(400);

}

}

),

new Task(()=>

{

while (!bc.IsCompleted)

{

if(bc.TryTake(out good))

Console.WriteLine("Взят товар с наименованием: " + good);

else

Console.WriteLine("Покупатель ушёл, ничего не купив");

Thread.Sleep(400);

}

}

),

new Task(()=>

{

while (!bc.IsCompleted)

{

if(bc.TryTake(out good))

Console.WriteLine("Взят товар с наименованием: " + good);

else

Console.WriteLine("Покупатель ушёл, ничего не купив");

Thread.Sleep(400);

}

}

),

};

foreach (var sр in shippers)

{

sр.Start();

}

foreach (var c in consumers)

{

c.Start();

}

Console.ReadLine();

// 8 Используя async и await организуйте асинхронное выполнение любого метода.

Console.WriteLine("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 8 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

Numbers.asyncMethod();

Console.WriteLine("Поток Main не заблокирован асинхронным методом!");

Console.ReadLine();

}

}

}